Ordering Rejectable Stacks in SGLR Parsing
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other is the state ordering for equal length stacks,
using the parent state information. This can be
pre-computed based on the automaton. In the 2-
page abstract you can find a more details.
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